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Summary of Facts and Submissions

IT.

ITI.

Iv.

VI.

VII.

VIIT.

The appeal is directed against the decision of the
examining division, dated 29 November 2013, to refuse
application No. 09751296.6 for added subject-matter
(Article 123(2) EPC) and lack of clarity (Article 84
EPC) .

A notice of appeal was received on 3 February 2014. The
appeal fee was paid on the same day. A statement of
grounds of appeal was received on 10 March 2014. Claim
sets according to a main and an auxiliary request were
filed.

In a communication dated 27 July 2017, the rapporteur

raised an objection of lack of inventive step.

In a letter dated 29 August 2017, the appellant
submitted arguments and filed a much redrafted claim

set as its sole request.

In its summons to oral proceedings, the board mainly
gave further reasons why the claims still lacked an

inventive step.

In a letter dated 11 December 2017, the appellant
submitted further arguments and filed a clarified claim

set as its sole request.

Oral proceedings were held on 12 January 2018. At their

end, the board announced its decision.

The appellant requests that the decision under appeal
be set aside and that a patent be granted on the basis
of the request of 11 December 2017. The other



IX.

-2 - T 0790/14

application documents are the same as in the appealed

decision.

Claim 1 reads as follows:

"l. A computing device-implemented method for
performing parallel processing, comprising:
receiving (2210), by a client (500), a program
(810), wherein the program (810) comprises an SPMD
command;
analyzing (2220) and transforming the program
(810);
determining (2230) an inner parallel context (830)
and an outer parallel context (820) of the program
(810) based on the analysis of the program (810),
wherein the inner parallel context (830) and
the outer parallel context (820) include boundaries
(840) of the program (810),
wherein the boundaries (840) include an spmd
statement and an end statement,
wherein the inner parallel context (830)
includes a code block within the boundaries (840)
and the outer parallel context (820) includes a
code block outside the boundaries (840);
executing (2240), by the client (500), the outer
parallel context (820) of the program (810)
sequentially;
detecting input variables and output variables used
within the inner parallel context (830), wherein the
input variables include variables used within the inner
parallel context before they are assigned values;
allocating (2270) the inner parallel context (830)
of the program (810) and the detected input variables
to two or more labs (420) for parallel execution,
wherein the allocating comprises dividing a large data

set into pieces and providing each piece of data to a
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different one of the labs (420), such that each lab
(420) executes the same program on its piece of data;
wherein each of the labs (420) includes
hardware, software or a combination of hardware and
software that performs parallel processing,
wherein there is no implicit data transfer to
and from the client (500) and the labs (420) that
will execute the inner parallel context,
if an input variable to be transferred from the
client (500) to the labs (420) is a distributed
array, then the variable will be automatically
redistributed to the labs (420),
if an input variable to be transferred from the
client (500) to the labs (420) is a non-distributed
array, then the variable will be replicated on the
labs (420)
executing the one or more portions of the inner
parallel context on the two or more labs (420);
receiving (2280) one or more results associated
with the parallel execution of the inner parallel
context from the two or more labs (420),
wherein the names of the output variables are
propagated to the outer parallel context but the values
associated with the output variables are not copied to
the outer parallel context; and
providing (2290) the one or more results to the

outer parallel context (820) of the program (810)."

Reasons for the Decision

1. Summary of the invention

The application relates to the definition of a specific

parallel programming language construct, the so-called
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SPMD command (see figure 8 and page 14, line 28, to
page 16, line 10; in particular page 15, line 27),
including the way it is supposed to be executed on a

parallel computer system.

Inventiveness

Programming language constructs (i.e. the commands and
their syntax) are the main part of the definition of a
programming language. The way they are executed also
belongs to the definition of a programming language,

namely to its operational semantics.

However, programming language constructs are even more
abstract than programs which are as such excluded from
patentability. Furthermore, programming is a mental
act, and programming language constructs have the
intrinsic aim of enabling and easing the work of a
programmer which itself lacks technical character (see
T423/11, 3.9-3.12 and T1539/09, 4.).

Therefore, the design and the definition of programming
language constructs (including the operational
semantics, the data flow, the error handling and side
effects) is not considered to contribute to the
technical character of claimed subject-matter and thus
cannot establish the presence of an inventive step. In
the present case, the claimed method merely represents

the operational definition of the SPMD command.

The board finds that the technical effects indicated in
the grounds of appeal (page 9, bottom to page 10, first
paragraph; page 15, second paragraph) are not

convincing:
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"resource allocation is efficient and flexible":
the resource allocation is mainly done by the
programmer who has to deliver remote references to
labs in one of the input variables of the program
he/she is writing (see step of detecting input
variables in claim 1); see below for a more
detailed argumentation; furthermore, there is no
technical disclosure of the allocation in the
description;

"it is easy to send ordinary variables into
parallel code"/"data is transferred between code
executed in parallel and code executed sequentially
in an easy and efficient way": this relates to the
design and the definition of the SPMD command and
therefore does not contribute to the technical
character; furthermore, the input variables (i.e.
the variables which are used in the SPMD body (=
inner parallel context) before they are assigned
values; see page 23, second paragraph) anyway have
to be transmitted to the labs, since otherwise the
labs cannot execute the code in the SPMD body;
"minimal data transfer via the use of remote
reference": this also relates to the operational
definition of the SPMD command; furthermore, the
word "minimal" needs a point of comparison;
however, other parallel programming language
constructs are deliberately defined to work
differently; they cannot be compared with the
present SPMD command in order to show a technical
improvement (i.e. a technical effect), since they
are defined to do something different; see below
for a more detailed argumentation;

"when an error occurs and parallel execution is
interrupted, work can be picked up from where the

interruption occurred and need not be resumed from
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the beginning of a task™: this relates to the
design of the error handling in the definition of
the SPMD command; furthermore, error handling is no

longer set out in the claims.

The board agrees with the appellant that, in contrast
to a mere (non-technical) definition of a programming
language construct, a computer-implemented method for
executing a program might produce a technical effect
while it executes a program, for example if the new
method executes the program faster than a prior art
method, or if less data transfer is needed during
execution (as is stated in the letter dated 29 August
2017, page 7, second paragraph; for the prior art
method see the paragraph bridging pages 7 and 8).
However, this effect can only be produced if the new
method executes the same program as the prior art

method.

In the present case, a second program containing the
new programming language construct ("SPMD command")
would have to be written by a human programmer to
perform exactly the same function (i.e. having the same
input-output-behaviour) as a first program which does
not contain the new construct and can be executed by

the prior art executing method.

Thus, in order to compare the two methods executing the
same program, a human programmer is needed to transform
one program into another in order to make it executable

by the other execution method.

Therefore, no technical effect is achieved by a new
execution method with respect to an existing execution

method, if the programming language accepted by each of
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the two execution methods is different. This is the
case 1if the new programming language contains at least
one new command. A command is new, even if the keywords
of the new command are already used (here "SPMD" and
"END"; see page 15, line 27), but the command allows
additional information to be entered by the programmer
(here "IN1" and "OUT1" for the input and output
variables; see also page 15, line 27) or is to be

executed differently.

Furthermore, it is this extra work by the programmer
(to indicate the input and output variables to be
transferred between the client computer and the lab
computers) which allows the new execution method to
reduce the amount of data to be transferred (see letter

of 29 August 2017, page 8, second paragraph).

Thus, even if the former argument of the impossibility
of comparison with an existing execution method were
not valid, an inventive step would still not be
involved, since the new method merely does what the
programmer tells it, namely only transferring the input
and output variables which the programmer has
indicated. The inventive merit of the alleged reduction
in the data transfer would be due to the programmer,

and not to the execution method.

Therefore, the subject-matter of the claims is not

inventive.
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Order

For these reasons it is decided that:

The appeal is dismissed.

The Registrar: The Chairman:
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